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Insertion-deletion system = \{insertion rules, deletion rules, axioms $\}$

$$
\text { System size }=(\underbrace{\mathrm{n}, \mathrm{~m}, \mathrm{~m}^{\prime}}_{\begin{array}{c}
\text { max insertion } \\
\text { rule size }
\end{array}} ; \underbrace{p, q, q^{\prime}}_{\begin{array}{c}
\text { max deletion } \\
\text { rule size }
\end{array}})
$$
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Context-free insertion = generalised concatenation

- insertion of size (n, O, O)

Concatenation (•): $a b c \bullet d=a b c d$

Context-free insertion ( $\leftarrow$ ): $a b c \leftarrow d=a b d c$

Context-free deletion = generalised quotient

- deletion of size ( $\mathrm{p}, \mathrm{O}, 0$ )

Quotient ( / ):
abced/d=abc

Context-free deletion $(\rightarrow)$ : $a b \& c \rightarrow d=a b c$

## Known Results on Insertion-deletion Systems

Context-free systems

- completeness
(3, O, 0; 3, 0, 0) $=\mathrm{RE}$
$(3,0,0 ; 2,0,0)=R E$
$(2,0,0 ; 3,0,0)=R E$
- incompleteness

$$
\begin{aligned}
& \text { ( 2, O, 0; 2, O, O ) } \subsetneq C F \\
& (\mathrm{~m}, \mathrm{O}, \mathrm{O} ; 1, \mathrm{O}, \mathrm{O}) \subsetneq \mathrm{CF} \\
& (1,0, o ; p, o, o) \subsetneq R E G
\end{aligned}
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Unconstrained systems

- completeness

$$
\begin{aligned}
& (1,1,1 ; 2,0,0)=R E \\
& (2,0,0 ; 1,1,1)=R E \\
& (1,1,1 ; 1,1,0)=R E
\end{aligned}
$$

One-sided systems

- completeness
$(1,1,2 ; 1,1,0)=R E$
$(1,1,0 ; 1,1,2)=R E$
$(2,0,2 ; 1,1,0)=R E$
$(1,1,0 ; 2,0,2)=R E$
$(2,0,1 ; 2,0,0)=R E$
$(2,0,0 ; 2,0,1)=R E$
- incompleteness
( $1,1,1 ; 1,1,0) \subsetneq R E$
$(1,1,0 ; 1,1,1) \subsetneq R E$
( $\mathrm{n}, \mathrm{m}, \mathrm{m}^{\prime} ; \mathrm{p}, \mathrm{q}, \mathrm{q}^{\prime}$ )
- either $\mathrm{m}=0$ or $\mathrm{m}^{\prime}=0$, not both
- either $\mathrm{q}=0$ or $\mathrm{q}^{\prime}=0$, not both
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Accessibility graphs

- can access
- give = insertion
- get = deletion

Leftist grammars
(1, 1, 0; 1, 1, 0)

- $\nexists(\mathrm{ba})^{+}$
- $\ni$ some CS languages
whoever can access e can access new f

can access
$\Downarrow$
$\mathrm{a} \longrightarrow \mathrm{c} \longrightarrow \mathrm{d} \longrightarrow \mathrm{f} \longrightarrow \mathrm{e}$

We are interested in (1, m, 0; 1, q, O)
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Simulate intersection with a REG language

$$
\begin{gathered}
(1,2,0 ; 1,1,0) \text { and }(1,1,0 ; 1,2,0) \text { generate } \\
L_{2^{n}}=\left\{\left(F_{1} F_{0}\right)^{n}\left(a_{0} a_{1}\right)^{m} \mid n \geq 2^{2 m-2}\right\}
\end{gathered}
$$

- $(1,1,0 ; 1,1,0)$ intersected with a REG language generate $\mathrm{L}_{2^{n}}$
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$\cdots a b c \stackrel{(a b, X, \lambda)_{\text {ins }}}{\Longrightarrow} \cdots a b x \not \subset \cdots \stackrel{(X, c, \lambda)_{\text {del }}}{\Longrightarrow} \cdots a b x \cdots \stackrel{(\lambda, X, \lambda)_{\text {del }}}{\Longrightarrow} \cdots a b \cdots$

- Similarly for other simulations

In fact, (1, k, 0; 1, k, 0) ~ (1, k+1, O; 1, k+1, 0)
Therefore ( $1,2,0 ; 1,1,0$ ) $\sim(1,1,0 ; 1,2,0) \sim(1, \mathrm{~m}, 0 ; 1, \mathrm{q}, 0)$
Conjecture:
(1, m, $0 ; 1, \mathrm{q}, \mathrm{O}$ ) not computationally complete
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## Derivation Graphs for ( $1,1,0 ; 1,1,0$ )

$$
\begin{aligned}
& r_{1}:(a, a, \lambda)_{\text {ins }}, r_{2}:(a, b, \lambda)_{\text {ins }}, \\
& r_{3}:(b, a, \lambda)_{\text {del }} \\
& a \stackrel{r_{1}}{\Longrightarrow} a \underset{a}{r_{2}} \text { aab } \xlongequal{r_{2}} a a_{a}{ }^{x} b \stackrel{r_{3}}{\Longrightarrow} a b b
\end{aligned}
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## Derivation Graphs for (1, 1, 0; 1, 1, 0)

$$
\begin{aligned}
& r_{1}:(a, a, \lambda)_{\text {ins }}, r_{2}:(a, b, \lambda)_{\text {ins }}, \\
& r_{3}:(b, a, \lambda) \text { del } \\
& a \stackrel{r_{1}}{\Longrightarrow} \text { aa } \xlongequal{r_{2}} \text { aab } \xlongequal{r_{2}} \text { aba }{ }^{*} b \stackrel{r_{3}}{\Longrightarrow} \text { abb }
\end{aligned}
$$
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## Derivation Graphs for (1, 1, 0; 1, 1, 0)

$$
\begin{aligned}
& r_{1}:(a, a, \lambda)_{\text {ins }}, r_{2}:(a, b, \lambda)_{\text {ins }} . \\
& r_{3}:(b, a, \lambda)_{\text {del }} \\
& a \xlongequal{r_{1}} \mathrm{aa} \stackrel{r_{2}}{\Longrightarrow} \mathrm{aab} \stackrel{r_{2}}{\Rightarrow} \mathrm{ab} \mathrm{~b}^{*} \mathrm{~b} \stackrel{r_{3}}{\Longrightarrow} \mathrm{abb}
\end{aligned}
$$



The system generating $L_{2^{n}}=\left\{\left(F_{1} F_{0}\right)^{n}\left(a_{0} a_{1}\right)^{m} \mid n \geq 2^{2 m-2}\right\}$ :

- intersection with $\left(\mathrm{F}_{1} \mathrm{~F}_{0}\right)^{*}\left(\mathrm{a}_{0} \mathrm{a}_{1}\right)^{*}$
$\left(a_{i}, \quad B_{i}, \quad \lambda\right)_{d e l}$,
$\left(B_{i}, \quad a_{1-i}, \quad \lambda\right)_{\text {ins }}$,
$\left(F_{0}, a_{0}, \lambda\right)_{\text {ins }}$,
$\left(a_{i}, \quad X_{i, 0}, \quad \lambda\right)_{\text {del }}, \quad\left(D_{i, j}, \quad B_{i}, \quad \lambda\right)_{\text {ins }}$,
( $\left.\mathrm{Fo}_{\mathrm{o}}, \mathrm{X}_{\mathrm{oj}, \mathrm{j}}, \lambda\right)_{\text {ins }}$,
$\left(X_{i, j}, Y_{i, j}, \quad \lambda\right)_{\text {del }}$
$\left(D_{i, 1-j}, D_{i, j}, \quad \lambda\right)_{\text {ins }}$
$\left(F_{1}, Y_{o, j}, \lambda\right)_{\text {ins }}$,
$\left(Y_{i, j}, D_{i, j}, \quad \lambda\right)_{\text {del }}$
$\left(D_{i, 0}, \quad X_{1-i, k}, \lambda\right)_{\text {ins }}$
$\left(F_{i}, F_{1-i}, \lambda\right)_{\text {ins }}$,
$\left(Y_{i, j}, X_{i, 1-\mathrm{j}}, \lambda\right)_{\text {del }}$
$\left(D_{i, 1}, \quad Y_{1-i, k}, \lambda\right)_{\text {ins }}$
$\left(x, \quad F_{1}, \lambda\right)_{\text {ins }}$,
$\left(x, \quad D_{i, j}, \lambda\right)_{i n s}$,
where $\mathrm{i}, \mathrm{j}, \mathrm{k} \in\{0,1\}$
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## Add pre-conditions to rules

- prescribe rule application language

- prescribe language of valid strings
- require the string to be of a certain form
- distributed control



## Presentation Map

## Insertion and Deletion

One-sided insertion-deletion systems
Insertion-deletion systems with control

- Introduction and motivation
- Graph-controlled systems
- Semi-conditional and random context systems
- Networks of evolutionary processors


## Multiset Rewriting

Small universal register machines
Small universal Petri nets
$(u, x, v)_{\text {ins }} /$ del
$\prod_{r_{1}}^{r_{2}} \underset{r_{3}}{\downarrow}$


## Graph-controlled Insertion-deletion Systems

Consider the system of size ( $1,1,0 ; 1,1,0$ ):


## Graph-controlled Insertion-deletion Systems

Consider the system of size ( $1,1,0 ; 1,1,0$ ):


## Graph-controlled Insertion-deletion Systems

Consider the system of size ( $1,1,0 ; 1,1,0$ ):


## Graph-controlled Insertion-deletion Systems

Consider the system of size ( $1,1,0 ; 1,1,0$ ):


Known fact:
4 nodes + (1, 1, 0;1, 1, 0) - computationally complete

## Graph-controlled Insertion-deletion Systems

Consider the system of size ( $1,1,0 ; 1,1,0$ ):


Known fact:
4 nodes + (1, 1, 0;1, 1, 0) - computationally complete
We showed that:
3 nodes $+\frac{(1,2,0 ; 1,1,0)}{(1,1,0 ; 1,2,0)}-$ computationally complete
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context condition context condition
$\left((\lambda, \mathrm{a}, \lambda)_{\mathrm{ins}},\{\mathrm{S}\},\{\mathrm{ab}, \mathrm{ba}\}\right) \quad\left((\lambda, \mathrm{b}, \lambda)_{\mathrm{ins}},\{\mathrm{S}\},\{\mathrm{ab}, \mathrm{ba}\}\right)$
$\left((\lambda, \mathrm{S}, \lambda)_{\text {del }}, \quad \varnothing, \quad\{\mathrm{ab}, \mathrm{ba}\}\right) \quad$ terminals $\mathrm{aSb} \Longrightarrow \mathrm{aaSb} \Longrightarrow \mathrm{aaSbb} \Longrightarrow *{ }^{*} \mathrm{a}^{*}$
Only terminal strings!

non-terminal<br>abaŚbb
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degree $=(1,2)$
permitting forbidding
context condition context condition
$\left((\lambda, a, \lambda)_{\text {ins }},\{\mathrm{S}\},\{\mathrm{ab}, \mathrm{ba}\}\right) \quad\left((\lambda, \mathrm{b}, \lambda)_{\mathrm{ins}},\{\mathrm{S}\},\{\mathrm{ab}, \mathrm{ba}\}\right)$
$\left((\lambda, \mathrm{S}, \lambda)_{\text {del }}, \quad \varnothing, \quad\{\mathrm{ab}, \mathrm{ba}\}\right) \quad$ terminals $\mathrm{aSb} \Longrightarrow \mathrm{aaSb} \Longrightarrow$ aaSbb $\Longrightarrow *{ }^{*} \mathrm{a}^{*}$

Only terminal strings!
degree $(2,2)+(1,0,0 ; 1,0,0)$ - computationally complete degree (2, 2) + (1, 0, 0; 0, 0, 0) - contained in CS

Random context control $=$ degree $(1,1)$
degree (1,1) + (2, 0, 0; 1, 1, 0) - computationally complete degree (1,1) + (1, 1, 0;p, 1, 1) - not computationally complete unusual asymmetry
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## Universality

$M_{u}$ universal:
$M_{u}$ can simulate any other $M$
$f\left(M_{u}(\langle h(x), g(M)\rangle)\right)=M(x)$

- h -coding function
- g-Gödel enumeration
- $\langle a, b\rangle$ - pairing function
- f-decoding function

computing devices
$f=h=i d \Longrightarrow M_{u}$ - strongly universal
otherwise $\Longrightarrow M_{u}$-weakly universal
Distinction especially important for numbers
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## Universal NEPs

## Minimise the number of rules

5 rules: strongly universal
4 rules: weakly universal

- 3 nodes
- simulate register machines
- exponential slowdown

7 rules

- 4 nodes
- simulate Turing machines
- polynomial slowdown


Evolutionary processor
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- small systems

Presentation as Petri nets

## Presentation Map

## Insertion and Deletion

One-sided insertion-deletion systems
$(u, x, v)_{\text {ins }} /$ del
Insertion-deletion systems with control

## Multiset Rewriting

Small universal register machines

- Universal register machines with 3 and 2 registers

- Generalised register machines


## Small universal Petri nets
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## Universal Register Machines

$\exists$ universal register machines $(-\sqrt[\text { RiP }]{ } \rightarrow$ and $\langle\widehat{\text { RiZM }}\rangle)$

- strongly universal $\mathrm{U}_{22}$ with 22 instructions
- 8 registers
- weakly universal $U_{20}$ with 20 instructions
- 7 registers

Reduce the number of registers to 2 [M. Minsky 1967]
We constructed:

- strongly universal $\mathrm{U}_{3}$
- 3 registers
- 367 instructions
- weakly universal $U_{2}$
- 2 registers
- 277 instructions
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## Insertion and Deletion

One-sided insertion-deletion systems
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Insertion-deletion systems with control

## Multiset Rewriting

Small universal register machines

- Universal register machines with 3 and 2 registers

- Generalised register machines
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State compression

- $\mathrm{U}_{22} \Rightarrow$ strongly universal $\mathrm{U}_{7}$
- 7 states
- $\mathrm{U}_{20} \Rightarrow$ weakly universal $U_{7}^{\prime}$
- 7 states
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- places
- transitions
- normal arcs
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- result in halting configuration


Simulates (p, RiZM, q, z)

Direct simulation of $U_{22}$ and $U_{20}$

- strongly universal

$$
(p: 30, t: 34, i: 12, d: 3)
$$

- weakly universal

$$
(p: 27, t: 31, i: 11, d: 3)
$$

Minimal transition degree
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## Minimising the Number of Transitions

Simulate compressed generalised register machines

- strongly universal

$$
(p: 14, t: 23, i: 30, d: 6)
$$

- weakly universal
(p:13, t:21, i: 23, d:6)


Binary-code the states

- strongly universal
(p : 11, t:23, i:37, d:10)
- weakly universal
( $q_{4}, \mathrm{RiP}, \mathrm{q}_{6}$ )
$(100)_{2} \quad(110)_{2}$
(p : 10, t : 21, i : 30, d : 10)
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## Minimising the Number of Inhibitor Arcs

Factor out the inhibitor arc

- checker subnets

One inhibitor per register
Simulate $U_{3}$ and $U_{2}$

- strong universality
(p:525, t:659, i:3, d:3)
- weak universality

$$
(p: 397, t: 504, i: 2, d: 3)
$$

(p, RiZM, q, s)
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Simulate $U_{3}$ and $U_{2}$

- strongly universal (p : 5, t: 293, i : 146, d : 314)
- nondeterministic: (p:5,t:590,i:734, d:208)
- weakly universal (p:4,t:224,i:112, d:242)
- nondeterministic: (p:4, t:452, i:562, d:162)

Deterministic vs. Nondeterministic

- fewer transitions and inhibitor arcs
- bigger transition degree
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- fewer transitions?


## Thank You for Your Attention!

- One-sided insertion-deletion systems
- $(1,1,0 ; 1,2,0) \sim(1,2,0 ; 1,1,0) \sim(1, m, 0 ; 1, q, 0), m \cdot q \neq 0, m+q>2$
- Derivation graphs
- Computational completeness with control
- graph control, 3 states - semi-conditional random context $(1,2,0 ; 1,1,0),(1,1,0 ; 1,2,0) \quad(1,0,0 ; 1,0,0) \quad(2,0,0 ; 1,1,0)$
- Universal NEPs with 4, 5, and 7 rules
- Universal register machines with 3 and 2 registers
- Universal generalised register machines with 7 states
- Small Universal Petri Nets

|  |  |  |  |  |  |  |  | Whivak universality |  |  |  |  |  |  |  |  |
| ---: | ---: | ---: | ---: | ---: | ---: | ---: | ---: | ---: | ---: | ---: | ---: | ---: | ---: | ---: | ---: | ---: |
| Places | 30 | 14 | 11 | 21 | 525 | 304 | 5 | 5 | 27 | 13 | 10 | 19 | 397 | 232 | 4 | 4 |
| Transitions | 34 | 23 | 23 | 25 | 659 | 438 | 590 | 293 | 31 | 21 | 21 | 23 | 504 | 339 | 452 | 224 |
| Inhibitor arcs | 12 | 30 | 37 | 12 | 3 | 3 | 734 | 146 | 11 | 23 | 30 | 11 | 2 | 2 | 562 | 112 |
| Max degree | 3 | 6 | 10 | 5 | 3 | 22 | 208 | 314 | 3 | 6 | 10 | 5 | 3 | 20 | 162 | 242 |


[^0]:    $(1, k, 0 ; 1,1,0) \stackrel{\sim}{\sim}(1,1,0 ; 1, k, 0) \sim(1, k, 0 ; 1, k, 0)$

